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Abstract

In cooperation with the research facility GECAD (Research Group on Intelligent Engineering and Computing for Advanced Innovation and Development (http://www.gecad.isep.ipp.pt/GECAD/Pages/Presentation/Home.aspx)) located next to ISEP (Instituto Superior de Engenharia do Porto), a project was made to retrieve electrical data from the research lab at the facility. This lab is able to simulate small electrical grids (also called micro-grids).

Since electrical energy monitoring has become more important due to environmental and economical causes in the last decades, this has become an interesting subject for studies. Not only quantity, but nowadays also quality (power quality) becomes more important for consumers as well as producers. A good monitoring system is needed in order reach these goals. However, in this paper, only a little part of monitoring will be discussed: the actual retrieving of the data. Complete monitoring holds more content as explained further in the paper.

The main goal is to establish a MODBUS TCP/IP connection between Matlab and 9 Janitza Power Analyzers (UMG96RM-EL) located in the main distribution board of the lab. The retrieved data can be visualised in Matlab or can be exported to Excel for further analysis or manipulation. Also a real-time solution will be provided in the end. In this way the user is able to analyze the different power flows trough the buses connected with the loads making it possible to measure exact energy consumption and losses when simulating a custom-made grid.

2 different approaches were used in Matlab and subjected to speedtests under the same circumstances. Next to speed, another important factor is simplicity and flexibility for future adjustments by others that are not the authors of the code. For this reason regular comments where implemented to facilitate comprehensive reading.

This project was made as an alternative version to a similar project that uses Simulink to get the same results as stated above.

In the last chapter, a case-study is done to verify the correct working of the program and to visualize the results of the simulation.

As a student in electrical engineering, programming is not a big part of the curriculum. Since the project mainly consists of coding, a few weeks were needed in the beginning to understand the Matlab environment. Once this was done, the actual code was written in the following months. The final step was the case study. The results of this were achieved in the final week of the project. The total amount of time spent on the project is 4 months.
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Introduction

1.1 Motivation

1.1.1 Matlab

Programs to catch information from energy meters already exist and often come as a package with the actual hardware. For the Janitza power meters for example this is GridVis ®. This is provided for free on the site of Janitza (http://www.janitza.com/gridvis-en.html).

However the possibilities of this software are limited and only work with the designated brand of power analyzers. Therefore a different and more flexible or general approach is needed. A solution that can handle different power analyzers from more brands without needing to constantly install other software that basically do the same thing. Matlab provides a more robust environment that can result in a general code to retrieve data from power analyzers. The only condition is that the device has to support MODBUS TCP/IP.

Matlab easily lets the user export the measured data to Excel to visualize or further manipulate the data as wanted. In this way the data is also open to computers where Matlab is not installed. This is important because Matlab requires a valid license.

However, some analyzing requires real-time monitoring. Matlab is able to plot the retrieved data while the program is still executing with a reasonable step size.

The monitoring of the meters can also be expanded to more than 9 meters or more than one distribution board. Future expansion can easily be acquired and this is an important asset in the project.

1.1.2 Energy monitoring

Electricity has become one of the most interesting methods for energy transportation and energy consumption. The usage of it has become a daily routine and is taken for granted. A life without electricity has become unimaginable (lights, heating, electrical appliances). Access to it is a critical asset in the fight against poverty [1], this implies that facilitating this access is an important topic. Good constructed grids and cooperation between different grids can ensure this.

However, the production of electricity still leaves his mark on the environment e.g. nuclear production or production by coal. As stated in [1] the role of coal still plays a big part (41 %) in the world-wide production.
Environmental concerns have become the topic of the latest decades. Even though a lot of technical improvements have been made in reducing wastage and pollution while producing the huge amount of energy that is consumed daily, the most simple solution is to use it in an economical way. For this reason it is important to know what the biggest consumers are and how to use them in the right way. Of course, this is only possible if the correct parameters are measured and interpreted in a good way. A good understanding of energy monitoring is needed.

Nowadays energy monitoring systems are used widely in all kinds of industry to observe the energy consumption. The quantity as well as the quality needs to be monitored (change of voltage, energy consumption, power factor, frequency, current parameters) [21]. Today it is also used in domestic situations. As a result of fast growing developments in electronic and software technologies, this has become possible. People have become aware that monitoring electricity consumption/production can bring economical benefits. Not only by saving on the electrical bill, but interesting projects can be elected to get grants.

With the change of electrical distribution networks the term of smart-grids has become reality[21]. This brings up the task to monitor this in it’s own ‘smart’ way [23]. However in this work only a small asset of total monitoring is treated: the actual retrieving of the data. A more extensive research would contain for example a comparison with the expected consumption for the particular grid where the monitoring is done and eventually an explanation for differences between the actual and expected data. Even more elaborate, guidance on how to reach a particular energy consumption profile could be given.

All this together explains why this topic has become a trend and why it is important to not only industrial users, but also for the small consumer (or prosumer nowadays\(^1\)). If research is funded enough and done in the right way, the future will bring us a lot less waisting of energy and a chance for everybody to manage his own consumer profile, adapted to his/her economical situation.

A rising way of monitoring electrical waves on an electricity grid is Phasor Measurement Unit. It allows real-time measurement of multiple remote measurement points on the grid. The result is called a synchrophasor[11]. This method is very precise and has accurate time references. The phasors can be transmitted to a local or remote receiver at rates up to 60 samples per second[12]. However this system requires a rather expensive communication network and is a high investment, but it is promising for future applications.

1.2 Background

1.2.1 Matlab

Matlab is a full-featured technical computing environment used by engineers all over the world. The name is derived from the longer ‘Matrix Laboratory’ (referring to the use of matrices). Built-in graphics make it easy to visualize and gain insights from data. It invites experimentation, exploration and discovery[5]. It allows you to analyze large groups of data and enables the user to deploy algorithms and applications within web, enterprise and production systems. It also allows interfacing with programs written in other languages, including C, C++, Java, Fortran and Python[6].

Matlab uses its own scripting language to create scripts and functions. These functions, created by the user, can be called and executed through the command window.

In order to have access to the Matlab platform, a valid license key is required. For this particular project, a student license was used. It provides all the toolboxes needed to execute the program.

---

\(^1\)Prosumer is a combination of a producer and a consumer
It was coded in the build R2015b. Correct functionality can not be guaranteed if used with older builds.

1.2.2 Janitza Power Analyzer

General

The model of the Janitza Power Analyser used is UMG 96 RM-EL. It is manufactured by 'Janitza electronics GmBH'. The UMG 96RM-EL is provided for the measurement of electrical parameters such as voltage, current, power, energy, harmonics etc. for building installations to distributors, circuit breakers and busbar trunking systems. It is suitable for installation in permanent, weatherproof switchboards [16]. The measurement results can be displayed, read and processed over an Ethernet interface. More about the configuration and the connection schemes can be found in[16].

Specifications

The voltage measurement inputs are designed for measuring in low voltage grids in which nominal voltages up to 300V phase can occur. The device measures uninterrupted and calculates all root mean squares over a 10/12-period interval (200ms). It measures true root mean square (TRMS) of the voltages and currents applied to the measuring inputs[16]. The current transformers used are 50A/5A. The voltage transformers used are 400V/400V.

The Janitza Power Analyser is programmable in two ways:

- Directly on the device using two buttons
- Via the programming software Gridvis® as mentioned before.

For this particular project the first option was used. This way the extra download of the software is not required.

Connection

The connection is made trough Ethernet connecting the device to a switch and the particular switch to the computer of the user as seen in Figure 1.1

![Figure 1.1: Connecting a UMG 96RM-EL to a PC via Ethernet](image-url)
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MODBUS TCP/IP

2.1 MODBUS Protocol

A short introduction to Modbus is described underneath. More important technical information will be provided for the use of Modbus with a TCP/IP connection (Modbus TCP/IP) in the next section.

Modbus is an application-layer messaging protocol, positioned at level 7 of the OSI model. Modbus has its benefits in flexibility and easy implementation. It can be used for communication with microcontrollers, computers, PLC’s and other devices. It can be done on serial line as on Ethernet TCP/IP networks.

![Figure 2.1: Example of MODBUS network architecture](image)

Modbus communication is based on messages and not on the type of physical communication. This means that it can be used on different physical communication systems, connecting old and new as illustrated in Figure 2.1. This also results in a flexible network where an upgrade in hardware doesn’t need an entire upgrade of software.

Important to know is that Modbus is an open protocol, so it’s free to use for anyone. This is also one of the reasons why it has become a standard communication protocol in the industry.

Another communication protocol could be serial communication. The problem with this protocol is the fact that it requires a hard wired, point-to-point cable connection with a limited distance.

1Transmission Control Protocol
2Open System Interconnection model: a conceptual model that characterizes and standardizes the communication functions of a telecommunication without regard to their underlying internal structure and technology. It provides client/server communication between devices connected on different types of buses or networks [20]
2.2 MODBUS TCP/IP Protocol

A brief explanation of the Modbus messaging system over TCP/IP will be described below. More information can be found in [19] and [7].

2.2.1 Client/Server model

The MODBUS messaging system is based on the Client/Server model between devices connected on an Ethernet TCP/IP network. This model contains four types of messages as seen in Figure 2.2:

- MODBUS Request: message sent on the network by the Client to initiate a transaction.
- MODBUS Confirmation: the request message received on the Server side.
- MODBUS Indication: the response message sent by the server.
- MODBUS Response: the Response message received on the Client side.

![Figure 2.2: MODBUS Client/Server model](image)

2.2.2 Protocol Description

PDU

The general MODBUS frame consists of the Protocol Data Unit (PDU) and can be extended to the application data unit (ADU). This is illustrated in Figure 2.3.

![Figure 2.3: General MODBUS frame](image)

This ADU is constructed by the client and defines the initiation of the MODBUS transaction. The function code field of the ADU is coded in one byte and has a range of 1 to 255 decimal. This function code, sent from the Client to the Server, defines the action that has to be performed by the server. As seen in Figure 2.3 the data field of the message contains additional information that can be used by the server to take action (e.g. register addresses, the quantity of items to be handled, the count of the actual data bytes of the field).

If no errors are found, the response from the server will hold the requested data. In the other case, the field contains an exception code that the server application can use to determine the
next action that has to be taken. When the server responds to the client it will use the function code field to indicate whether there is an error or not. In the first case, it will hold an exception response. In the other case it will simply echo the original function code\(^3\). The model can be found in Figure 2.4.

![Client/Server model with and without error](image)

**Figure 2.4:** Client/Server model with and without error

The MODBUS protocol contains 3 different PDU’s:

1. Request PDU \{function\_code, request\_data\} with function\_code [1 byte] and request\_data [n bytes]
2. Response PDU \{function\_code, response\_data\} with function\_code [1 byte] and response\_data [n bytes]
3. Exception Response PDU \{exception-function\_code, exception\_code\} with exception-function\_code [1 byte] and exception\_code [1 byte]

**Data Encoding**

Of further importance is the fact that MODBUS uses a ‘big-Endian’ representation for addresses and data items. Meaning that when a message larger than a byte is transmitted, the most significant byte will be sent first.

**ADU**

As mentioned before, the ADU (Application Data Unit) holds the PDU (Protocol Data Unit) as well as some additional fields. If this is carried on TCP/IP network it this means it will have an MODBUS Application Protocol header or MBAP (Figure 2.5).

This MBAP header contains 4 fields:

1. Transaction Identifier
2. Protocol Identifier
3. Contains the original function code with its most significant bit set to a logic 1
The Transaction Identifier contains 2 bytes and serves as the identification of the MODBUS Request/Response transaction. It is initialized by the client and recopied by the server from the received request.

The Protocol Identifier contains 2 bytes and is by convention 0 for the MODBUS protocol. It serves for intra-system multiplexing. It is initialized by the client and recopied by the server from the received request.

The Length contains 2 bytes and indicates the number of bytes yet to come. It is initialized by the client for the request and by the server for the response.

The Unit Identifier contains 1 byte and is used for the identification of a remote slave connected on a serial line or on other buses. It is initialized by the client and recopied by the server from the received request. Because the Server is addressed on MODBUS TCP/IP with the IP address, the unit identifier is useless. The value 0xFF (255) can be used.

After the MBAP header, the actual MODBUS request follows. It contains the function code, the starting register address and the quantity of registers. The function code will specify what action the Server has to take and can be found in [19]. For this paper function code 3 will be used.

Further, the registered port 502 is used for all MODBUS TCP/IP communication.

TCP/IP Connection Management

A MODBUS TCP/IP communication can be established in two different ways.

1. By the User Application Module. In this case, an application-programming interface has to be provided that can manage the entire connection. It offers more flexibility but a good understanding of the protocol is needed. This will be the case using Matlab.

2. Automatically by the TCP connection management module. In this case the connection is hidden from the user application.

Further there exists a set of implementation rules as defined in the MODBUS TCP/IP Implementation Guide[19].

1. Without explicit user requirement, it is recommended to implement the automatic TCP connection management.

2. It is recommended to keep the TCP connection opened with a remote device and not to open and close it for each MODBUS/TCP transaction.

---

4 Combining different analog or digital signals to one signal
5 This can be for example '800' to retrieve the frequency measured by one of the Janitza analyzers
6 Function code 3: read multiple holding registers, readable, 16 bits, essentially measurements and statuses.
3. It is recommended for a MODBUS Client to open a minimum of TCP connections with a remote MODBUS server (with the same IP address). One connection per application could be a good choice.

4. Several MODBUS transactions can be activated simultaneously on the same TCP connection.

5. In case of bi-directional communication between two remote MODBUS entities (each of them is client and server), it is necessary to open separate connections for the client data flow and for the server data flow.

6. A TCP frame must transport only one MODBUS ADU. It is advised against sending multiple MODBUS requests or response on the same TCP PDU.

Communication through MODBUS TCP/IP follows 3 steps:

The first step is to **establish the connection**. To exchange data with a remote server, the messaging system must open a new client connection with a remote port 502. The local port must be higher than 1024 and different for each client connection.

The second step contains the **actual data exchange**. As illustrated in Figure 2.4, a request has to be sent. The IP address is hereby used to find the remote device in the network. It is important that the connection has to be kept open until communication is complete.

In the last step, the **connection will be closed**.

**The build of a MODBUS Request**

Again three steps are involved in building a MODBUS Request. A flowchart is shown in Figure 2.6.

1. The **Instantiation** of the transaction that enables the Client to memorize the required information for the message.

2. The **Encoding** of the request (PDU + MPAB header as explained in Figure 2.5). When all fields are filled, the ADU is built connecting both the PDU with the MBAP header.

3. The **Sending** of the request to the TCP management module which has the responsibility to find the right socket towards the remote Server. In addition to this, the IP address of the remote Server has to be transmitted too.

---

7 Port of the client
8 Socket is the communication-endpoint of a network
To illustrate the encoding, an example (Figure 2.6) is given as mentioned in [19].

**Table 2.1:** Example of a MODBUS request with MBAP Header

<table>
<thead>
<tr>
<th>Description</th>
<th>Size</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>MBAP Header</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Transaction Identifier Hi</td>
<td>1</td>
<td>0x15</td>
</tr>
<tr>
<td>Transaction Identifier Lo</td>
<td>1</td>
<td>0x01</td>
</tr>
<tr>
<td>Protocol Identifier</td>
<td>2</td>
<td>0x0000</td>
</tr>
<tr>
<td>Length</td>
<td>2</td>
<td>0x0006</td>
</tr>
<tr>
<td>Unit Identifier</td>
<td>1</td>
<td>0xFF</td>
</tr>
<tr>
<td>MODBUS request</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Function Code</td>
<td>1</td>
<td>0x03</td>
</tr>
<tr>
<td>Starting Address</td>
<td>2</td>
<td>0x0004</td>
</tr>
<tr>
<td>Quantity of Registers</td>
<td>2</td>
<td>0x0001</td>
</tr>
</tbody>
</table>

The Transaction Identifier, located in the MBAP, will be used to associate the response with the original request that was sent. If this Transaction Identifier refers to a pending transaction, the response must be parsed by verifying the MPAB Header and the MODBUS PDU response. Next follows the verification of the Protocol Identifier that must be 0x0000 and the length of the MODBUS response. The_Unit Identifier is not needed if the Server that gave the response is connected directly to the TCP/IP network. On the other hand, if it is connected through a bridge, router or gateway the value 0xFF is mandatory.

Regarding the PDU, the function code must be verified and the response format must be analyzed according to the MODBUS Application Protocol. If the function code is the same as the one used for the request and the response format is correct, the response is given as a **positive confirmation**. It gives confirmation that the request has arrived at the Server and has been responded by the Server.

If the function code is a MODBUS exception code (as mentioned in 2.2.2). The MODBUS excep-
tion response will be given as a **positive confirmation** as well. This exception code means the request has arrived at the Server but it failed to perform the requested action.

The function code can also be different from the one used to send the request or if the format is not correct. An error will be signaled using a **negative confirmation**.
Chapter 3

Algorithm for data retrieval

In this paper, 2 different main algorithms were coded to identify the faster one.

1. The first attempt exists of just 1 m-file\(^1\). Everything is coded in 1 file. This program will be named \texttt{RetrieveData1}.

2. The second attempt uses multiple m-files in combination to retrieve the same result. This program will be named \texttt{RetrieveData2}.

Both attempts were subjected to speed tests to identify the faster working program.

3.1 Configuring the TCP/IP connection between the analyzer and Matlab

3.1.1 Configuration of the Janitza Power Analyzer

As discussed before, a TCP/IP connection uses the IP address to find devices connected to the network. For this reason it is important to know the exact address of the 9 meters installed in the main distribution board of the lab. To identify the address of each meter the two buttons on the front of the analyzers can be used.

\(^{1}\) m-files are files used by Matlab to store functions or scripts
Figure 3.1: Front of the Janitza Power Analyser

Pressing both buttons at the same time will result in the program menu. Cycling through the different parameters is done by using the right button. Changing the parameters can be done by using the left button. In this way the IP address can be identified or changed as wished. It is important that every analyzer has his own unique address. More about the programming mode can be found in[16].
3.1.2 Configuration of Matlab for RetrieveData1

NOTE: The appendix is not published in the digital version. Please contact GECAD for the full appendix.

To establish the TCP/IP connection, the code in Appendix A is used, based on [22]. The main information will be in the code as comments. More commentary will be given in this section.

- Declare the function that connects Matlab to the Janitza Power Analyzer via a TCP/IP connection. The user can choose the amount of registers that have to be read. Because of this, the amount of input and output arguments is variable (varargout and varargin). A complete list of the register addresses can be found in [15, pag.18-19]. An example for this function could be RetrieveData1(800,802,804) in the Matlab command window retrieving the frequency, the zero voltage sequence and the negative voltage sequence.

- Start timer.
- Create 9 variables that are used as the IP addresses of the analyzers.
- Actual code to open the connection specifying the IP address and port (502).
- Create a tcpip object for every IP address.
- Define the input buffer size (512 by default). This means 512 bytes can be read at a time which is enough for this application.
- Try to open the connection and display success or failure.
- Define the parameters of the message as illustrated in section 2.2.2. This creates the MBAP Header.
  - The Transaction Identifier is chosen 1.
  - The Protocol Identifier is zero for MODBUS.
  - The length of the remaining part, a total of 6 bytes\(^2\) has yet to come.
  - The Function Code that will be used is 3 [7, pag. 11]: read multiple holding registers.

- Make 2 8-bit words into a 16-bit word.
- Initialize variable a1
- Initialize 2 cell arrays with number of rows = nargin (number of input arguments) and 1 column. For example, in the case with the three address registers as mentioned above this would create an array with three rows, 1 column.
- While function to do this for all input arguments.
- Create the actual MODBUS Request. For Function Code 3 this will contain the address of the first register to read (16 bit) and the number of registers to read (16 bit).
  Create variable Add that will define the starting address and convert it to an unsigned 16-bit integer. In the first loop, this will be the first element in the array. In the example this will be 800. Next create variable Val that will define the number of registers that have to be read and convert it to an unsigned 16-bit integer. In this case 2 is the right value since the registers defined in [7] go as pairs.
- Concatenate the different parameters in one array that will hold the message.

\(^2\)UnitID (1), FunCod (1), Add(2), Val(2)
Use the Matlab function `fwrite` to send the message to the tcpip object in a 16-bit integer format.

Use the Matlab function `fread` to read the amount of bytes available in the response message of the tcpip object and store in the variable `res`. The response frame will consist of 13 bytes from which the last 4 bytes will contain the actual measured data.

Create a word of the last 4 bytes of the variable `res` and store it in the variable `result`. This is done by the Matlab function `bitshift`. Take byte 10 from `res` and shift it to the left with $8 \times 3 = 24$ bits or 3 bytes. A word with 4 bytes has been created with the particular byte as most significant byte. Do the same with byte 11, 12 and 13 (with different number of bitshift) to create a word consisting of the four particular bytes.

The response answer is in the single-precision floating-point format. This part of the code converts the response to a decimal format understandable for the user. This part is courtesy of Roger Stafford and published on the MathWorks forum[2].

Variable `y1` is the response in decimal format. Put this in the first element of the output array.

Put the input argument (address register) of this loop in cell array A in the element of the number of the loop (e.g. in the first loop this will be in the first element of the cell array).

Do the same with the output in cell array B.

Horizontally concatenate cell arrays A and B into cell array C and display C³ as seen in Figure 3.2.

```
C =

[800]  [49.9748]
[802]  [ 0.6515]
[804]  [ 0.1297]

Figure 3.2: Output C
```

Close the connection with the tcpip object with the Matlab function `fclose`.

Stop the timer. This time gives the total execution time for all data to be retrieved.

End loop of line 23.

End function `RetrieveData1`.

A total of 9 cell arrays (1 for each meter) will be displayed in the final output in the form illustrated in figure 3.2. Each array will have as much rows as input arguments (address registers) and 2 columns (address and value).

---

3;" suppresses the output of the line, in this case the output is requested
3.1.3 Configuration of Matlab for RetrieveData2

As mentioned in the beginning of Chapter 3 this version uses a combination of more than 1 m-file, 10 to be precise. These are the following:

1. GetIP1
2. GetIP2
3. GetIP3
4. GetIP4
5. GetIP5
6. GetIP6
7. GetIP7
8. GetIP8
9. GetIP9
10. RetrieveData2

The first 9 m-files are functions\(^4\) and will do the same as RetrieveData1.m but only with one analyzer at a time. An array with the requested registers will be created. The code can be found in Appendix B

- Declaration of the function GetIP1 with input argument (in) that is declared in line 3 of RetrieveData1.m and output array A.
- Declaring a fixed length of the variable A (Preallocating\(^5\)).
- Use the Matlab function numel to determine the amount of elements in the input array.
- For loop to use all the elements in the input array.
- Store the values of the response in the correct place of the array A.

The last m-file is a script that will order the data in arrays alike RetrieveData1.m. Again the example with 3 input address registers will be used (800,802,804). The code can be found in Appendix C.

- Create array with input address registers.
- Transfer array to variable A0.
- Run all 9 functions (9 analyzers) with as input the array stored in the variable in and store in variables.
- Horizontally concatenate the two arrays. This will give the following output as in Figure 3.3:

\(^4\) notice the declaration in the beginning with function
\(^5\) Good coding implies the use of preallocation
3.1.4 Speedtests

The speedtests performed here are an attempt to determine the fastest program. **It is an indication but certainly not conclusive.** This because the timing is not always accurate because of 2 parameters:

1. The speed of Matlab fluctuates due to background processes on the PC of the user. For this reason, as many background processes as possible have to be shut down before beginning tests.
2. The time also fluctuates due to differences in traffic on the network. Best results are obtained when a low amount of traffic is active (e.g. when the user is the only one connected to the network).

Because of this, a number of speedtests will be done. The results are displayed in table 3.1. The measured times are only used for comparison and are not absolute (will fluctuate with different networks). The tests will be done for a total of 25 registers (registers that have been found useful for the paper).

The commands for both programs in the command window will be:

- `RetrieveData1(800,802,804,806,808,810,812,814,816,818,820,822,824,926,928,930,932,934,936,868,870,872,884,886,888)`
- `RetrieveData2`

**Table 3.1: Speedtest**

<table>
<thead>
<tr>
<th>RetrieveData1</th>
<th>RetrieveData2</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.119435 s</td>
<td>1.407517 s</td>
</tr>
<tr>
<td>1.208404 s</td>
<td>1.323759 s</td>
</tr>
<tr>
<td>1.107682 s</td>
<td>1.261952 s</td>
</tr>
<tr>
<td>1.225675 s</td>
<td>1.326995 s</td>
</tr>
<tr>
<td>1.092705 s</td>
<td>1.711060 s</td>
</tr>
</tbody>
</table>
It can be concluded that overall RetrieveData1.m is the faster program, even with the extra loop\textsuperscript{6}. Possible explanations are that the use of several m-files takes more time. It is not the aim of this paper to figure out how Matlab handles different code and how it affects the timing.

However, if the data has to be exported to Excel. RetrieveData2.m is easier to implement. It holds more code, but is easier to understand and the readability is better. Also, the speed is not remarkable worse. The next section will describe the expansion of RetrieveData2 and implement Excel as output software.

For real-time monitoring, RetrieveData1.m will be used since this is the fastest and will be able to have a slightly smaller step size.

\textsuperscript{6}Loops are in general a time consuming process
Chapter 4

Expansion of RetrieveData2 for export to Excel

As mentioned before, the code in this chapter will be used to export data to Excel. It can be used for database purposes.

4.1 Configuration of the grid

The grid in the lab can be configured in 4 ways as illustrated in figure 4.1.

![Figure 4.1: Configuration of the grid](image)

The resistor elements in the scheme simulate the lines. There are 4 output buses where loads can
be connected to (B1, B2, B3 and B4). L1A, L1B, L2A, L2B, L3A and L3B are power analyzers. L4A_1, L4A_2, L4B_1 and L4B_2 are power analyzers as well but their connection can be adjusted in a way illustrated by the dotted lines in Figure 4.1. A total of 4 situations are possible in this way.

- L4 not connected to the grid, this program will be called RetrieveData1a.m
- L4 connected between B1 and B3, this program will be called RetrieveData1b.m
- L4 connected between B3 and B4, this program will be called RetrieveData1c.m
- L4 connected between B2 and B4, this program will be called RetrieveData2d.m

### 4.2 Retrieving the data

The code used in the rest of the chapter is RetrieveData2b.m in Appendix D.1. RetrieveData2a.m, RetrieveData2c.m and RetrieveData2d.m are also added in the Appendices.

1 %Scheme with L4 connected between B1 and B3
2 in = [800 802 804 806 808 810 812 814 816 818 820 822 824 926 928 930 932 934 936 868 870 872 884 886 888];

- Declare the address registers that are wanted, these are chosen as the most useful.
- The data is retrieved 3 times to check the variety in time (tic and toc) and exclude outliers. The order of the GetIP functions are optimized for voltage drop calculations. This means that the analyzers in the beginning and at the end of the lines will be addressed after each other in pairs.

### 4.3 Creating tables

This code makes tables with the address register and the 3 values that have been retrieved for this address.

66 TA = array2table(AS,'VariableNames',{"Register_Adress" 'Value1' 'Value2' 'Value3'});

- The Matlab function array2table is used for this. The argument VariableNames is used to display the titles of the variables after the comma. These titles are Register_Adress, Value1, Value2 and Value3.

### 4.4 Voltage Drops

Next the voltage drops between the beginning and the end of the lines are calculated.

77 %%%Voltage drops

- Take the rows 5 - 7 (addresses for the voltages of the lines: L1, L2, L3) and the columns 2 - 4 (the 3 values) of the array BS and store them in the array VB.
• Do the same with CS.
• Calculate the voltage drop between VB and VC.
• Make a table with the information.

This is repeated for the other analyzers.

### 4.5 Complex currents

In this section the complex currents that flow through the buses will be calculated.

• Define an array with the real parts of the complex current. Take row 14 - 16 (addresses for the real parts of the currents of the lines: L1, L2, L3) from column 2 - 4 from array AS.
• Do the same with the imaginary part.
• Define an array existing of complex numbers using the real and the imaginary parts as stated before.

This is repeated for all analyzers.

### 4.6 Power

In this section the power flow through the buses will be calculated.

• Define an array with the active power P.
• Define an array with the apparent power (magnitude) S.
• Calculate the reactive power $Q$. $S = \sqrt{P^2 + Q^2}$ or $Q = \sqrt{S^2 - P^2}$.

### 4.7 Bus calculations

In this section the current and power flows through the 4 buses will be calculated. This part differs depending on the configuration of the grid. The calculations are made based on Figure 4.1.

• Apply Kirchoff’s law at bus 1 and store in a variable. Take the magnitude.
• Store the complex value in a variable, this will be used later to plot the vectors.
• Analyze the power flow of bus 1 (active and reactive) and store in a variable. With the apparent power, the Matlab function `abs` is used to calculate the magnitude of the complex number.

• Convert the information into a table.

The remaining lines will calculate the other buses in a similar way.

### 4.8 Losses, Time and Vectors

In this section, 3 things will be done:

• The losses due to the currents trough the lines will be calculated.

• The time for every retrieval (see tic toc) will be calculated.

• The vectors of the complex currents will be plotted.

```
%%Losses
```

• Subtract all the bus power flows from the feeder flow to obtain the total losses and convert the result into a table.

• Calculate the power losses over the lines.

• Collect the times and convert the results into a table.

• The use of `subplot(rows,columns,number of graph)` will plot the 4 graphs into one picture. The Matlab function `compass` is used to plot complex vectors. The argument will define what complex numbers to graph. Also an argument with the color can be added.

### 4.9 Excel

This part of the code will write the tables that have been made in the previous lines to a file in Excel. The Excel file will be stored in the working directory.

```
%%Write to Excel
```

• Define the filename of the Excel file.

• The Matlab function `writetable` is used to write the tables to Excel. `TA` is the name of the table that has to be written. `filename` is the name of the file that will be used, in this case it is `Measured_Values2b.xlsx`. `'Sheet',1` will define the sheet of the file that has to be used. The number `'A2'` will define in what cell the table has to begin.

• To write individual words to a cell the Matlab function `xlswrite` has to be used. The use of `filename` is the same. What follows is the text that has be written in the cell. `'Blad1'` is the name of the Excel sheet, in this case it is the Dutch translation of 'Sheet1'. The last code has the same usage as in the previous lines.
• One extra argument is used to include the names of the rows of the table: 'WriteRowNames', true.

The remaining lines are coded in a similar way.
Chapter 5

Expansion of RetrieveData1.m for real-time monitoring

RetrieveData1 will be used to monitor the data of the analyzers in real-time. 2 programs can be used:

- RealTimeMeter.m will allow the user to track the data of 1 meter by plotting the L-N voltage, the L-L voltage, the current, the active power and the power factor as registered by the analyzer.
- RealTimeBuses.m will display the current and the active power of the buses and the losses over the lines connecting those buses. However, this implies that data of all the meters have to be retrieved resulting in a reduction of execution speed. The step size will have a minimum value that has to be respected. As for the configuration, the scheme as in RetrieveData2a.m is used.

5.1 RealTimeMeter.m

This code can be found in Appendix E.

- The user will have to define a simulation time, a step time and a series of addresses as fixed values. It is important for the correct working of the code that the fixed addresses are [808, 810, 812, 814, 816, 818, 926, 928, 930, 932, 934, 936, 868, 870, 872, 820, 822, 824]. These are the values the will be plotted. The input argument varargin provides the possibility to send more addresses. These values will not be plotted but can be given in the output. A possible correct command in the command window could be for example:

```
RealTimeMeter(30,1,[808,810,812,814,816,818,926,928,930,932,934,936,868,870,872,820,822,824],880,890).
```

- Close all windows that could have been opened in a previous run.
- Initialize a variable that will count the step of the measurement.
- Use of the Matlab function num2cell to convert the array 'addresses' into a cell array. This has to be done because varargin is by standard a cell array.
- Horizontal concatenation of all the addresses used by the user as input.
- Use of the Matlab function numel to count the number of elements in the cell array.
The time divided by the step time will define the number of data points. This has to be an integer because the input for an array (R on line 19) has to be an integer as well. A good example could be time: 20 s and step time: 1 s or time: 30 s and step time: 0.5 s. A bad example would be time: 10 s and step time: 3 s.

Use of the Matlab function `zeros` to initiate a 2-D array with a number of rows equal to the number of input addresses and a number of columns equal to the amount of data points (r). This is the use of preallocation.

Start of the timer.

Initialize the time variable `t1`.

While loop to keep executing the code as long as the input time of the simulation is not exceeded.

Store time in variable `t2`. This will be used to define the time that will have to be paused at the end of the loop to respect the step time.

Use the Matlab function `cell2mat` to convert a normal array to a cell array.

B contains all of the response values. The value of B changes with every count of `temp`. The columns of R will be stored with this array of response values until all columns are filled, this is when the simulation time is over.

Store the time in variable `t1`. This time will be used as the value on the time axis of the plot to indicate the time of the measurement.

Open a new figure window where the plot will be displayed. Only do this the first time, that is if the variable `temp` equals 1.

Use the Matlab function `subplot` to plot the first graph of a window with a total of 5 graphs (2 rows, 3 columns).

Use the Matlab function `drawnow` to update figures.

Use the Matlab function `hold on` to prevent the deletion of the previous plots when the next loop starts.

Scatter plot the value stored in the first, second and third row of the column with the number equal to the value of `temp`. The x-coordinate is the time `t1` (line 109). The values 1, 2 and 3 are where the L-N voltages of the lines are stored. The scatters will be blue, green and yellow as indicated by 'b', 'g' and 'y'.

Add the title of the graph.

Label the axises.

Insert a legend. Note that this will not be executed correct in build R2015b because of a known bug. A patch that can be downloaded on [http://www.mathworks.com/support/bugreports/1283854](http://www.mathworks.com/support/bugreports/1283854) is needed in order to work around this.

The text of the legend is L1, L2 and L3. The location is defined as `bestoutside` (outside the axis) and with a vertical orientation.

The current can’t be plotted right away. The real and imaginary parts have to be combined to their complex form.

An extra point will be plotted in the color black with the total current.

Store the end time in variable `t3`.

`t3 - t2` is the time that the loop takes to execute. Depending on the network traffic, this is in general smaller than 0.5s. In order for the code to respect the step size, the loop has
to be faster than the step. For that reason, 0.5 s or more is recommended. In this way the pause time will be positive and the step will be respected.

- Use the Matlab function `hold off` to cancel the `hold on` that was used before.

5.2 RealTimeBuses.m

The first lines of code are similar to the ones used in RealTimeMeter.m. The actual code can be found in Appendix F.

- Initialize a 3-D array, same as in section 5.1, but with one extra dimension representing the 9 meters.
- Calculation of the power losses over the lines.
- As this program retrieves all the meters, it takes a longer time to execute a loop. For this reason a higher step size is recommended e.g. 1 s.
Chapter 6

Case Study

To verify the correct operation of the program, a case study was done at the end of the project. 3 loads were being connected to 3 buses (B1, B2 and B4). A full micro-grid simulation with the 4 loads connected was not possible due to works on the distribution board. The loads were the following:

- A 4kVA three phase variable load to B1
- A 1kW resistive load with ventilation to B2
- A 0.37 kW induction motor to B4

Since not all meters work, not all bus calculations are correct. The images below are just an example of the visualization. For this reason only the voltage drop and the losses will be shown over distribution line 1 (L1A - L2A). The values of the other lines can not be calculated without the other meters working properly.
6.1 RetrieveData2a.m

The program RetrieveData2a.m was tested while all 3 loads were connected.

Response Values

<table>
<thead>
<tr>
<th>Register_Address</th>
<th>Value1</th>
<th>Value2</th>
<th>Value3</th>
<th>Register_Address</th>
<th>Value1</th>
<th>Value2</th>
<th>Value3</th>
</tr>
</thead>
<tbody>
<tr>
<td>800</td>
<td>40,083</td>
<td>40,083</td>
<td>40,083</td>
<td>800</td>
<td>40,083</td>
<td>40,083</td>
<td>40,083</td>
</tr>
<tr>
<td>802</td>
<td>8,592</td>
<td>8,592</td>
<td>8,592</td>
<td>802</td>
<td>8,592</td>
<td>8,592</td>
<td>8,592</td>
</tr>
<tr>
<td>804</td>
<td>1,591</td>
<td>1,591</td>
<td>1,591</td>
<td>804</td>
<td>1,591</td>
<td>1,591</td>
<td>1,591</td>
</tr>
<tr>
<td>806</td>
<td>220,585</td>
<td>220,585</td>
<td>220,585</td>
<td>806</td>
<td>220,585</td>
<td>220,585</td>
<td>220,585</td>
</tr>
<tr>
<td>810</td>
<td>245,065</td>
<td>245,065</td>
<td>245,065</td>
<td>810</td>
<td>245,065</td>
<td>245,065</td>
<td>245,065</td>
</tr>
<tr>
<td>812</td>
<td>414,744</td>
<td>414,744</td>
<td>414,744</td>
<td>812</td>
<td>414,744</td>
<td>414,744</td>
<td>414,744</td>
</tr>
<tr>
<td>814</td>
<td>414,734</td>
<td>414,734</td>
<td>414,734</td>
<td>814</td>
<td>414,734</td>
<td>414,734</td>
<td>414,734</td>
</tr>
<tr>
<td>816</td>
<td>414,703</td>
<td>414,703</td>
<td>414,703</td>
<td>816</td>
<td>414,703</td>
<td>414,703</td>
<td>414,703</td>
</tr>
<tr>
<td>818</td>
<td>413,601</td>
<td>413,601</td>
<td>413,601</td>
<td>818</td>
<td>413,601</td>
<td>413,601</td>
<td>413,601</td>
</tr>
<tr>
<td>820</td>
<td>0.190</td>
<td>0.190</td>
<td>0.190</td>
<td>820</td>
<td>0.190</td>
<td>0.190</td>
<td>0.190</td>
</tr>
<tr>
<td>822</td>
<td>0.136</td>
<td>0.136</td>
<td>0.136</td>
<td>822</td>
<td>0.136</td>
<td>0.136</td>
<td>0.136</td>
</tr>
<tr>
<td>824</td>
<td>0.124</td>
<td>0.124</td>
<td>0.124</td>
<td>824</td>
<td>0.124</td>
<td>0.124</td>
<td>0.124</td>
</tr>
<tr>
<td>826</td>
<td>0.158</td>
<td>0.158</td>
<td>0.158</td>
<td>826</td>
<td>0.158</td>
<td>0.158</td>
<td>0.158</td>
</tr>
<tr>
<td>828</td>
<td>0.834</td>
<td>0.834</td>
<td>0.834</td>
<td>828</td>
<td>0.834</td>
<td>0.834</td>
<td>0.834</td>
</tr>
<tr>
<td>830</td>
<td>0.698</td>
<td>0.698</td>
<td>0.698</td>
<td>830</td>
<td>0.698</td>
<td>0.698</td>
<td>0.698</td>
</tr>
<tr>
<td>832</td>
<td>0.819</td>
<td>0.819</td>
<td>0.819</td>
<td>832</td>
<td>0.819</td>
<td>0.819</td>
<td>0.819</td>
</tr>
<tr>
<td>834</td>
<td>0.827</td>
<td>0.827</td>
<td>0.827</td>
<td>834</td>
<td>0.827</td>
<td>0.827</td>
<td>0.827</td>
</tr>
<tr>
<td>836</td>
<td>0.544</td>
<td>0.544</td>
<td>0.544</td>
<td>836</td>
<td>0.544</td>
<td>0.544</td>
<td>0.544</td>
</tr>
<tr>
<td>838</td>
<td>0.383</td>
<td>0.383</td>
<td>0.383</td>
<td>838</td>
<td>0.383</td>
<td>0.383</td>
<td>0.383</td>
</tr>
<tr>
<td>840</td>
<td>0.315</td>
<td>0.315</td>
<td>0.315</td>
<td>840</td>
<td>0.315</td>
<td>0.315</td>
<td>0.315</td>
</tr>
<tr>
<td>842</td>
<td>0.214</td>
<td>0.214</td>
<td>0.214</td>
<td>842</td>
<td>0.214</td>
<td>0.214</td>
<td>0.214</td>
</tr>
<tr>
<td>844</td>
<td>0.245</td>
<td>0.245</td>
<td>0.245</td>
<td>844</td>
<td>0.245</td>
<td>0.245</td>
<td>0.245</td>
</tr>
</tbody>
</table>

Figure 6.1: The response values of 3 of the 9 meters

<table>
<thead>
<tr>
<th>Register_Address</th>
<th>Value1</th>
<th>Value2</th>
<th>Value3</th>
</tr>
</thead>
<tbody>
<tr>
<td>800</td>
<td>40,083</td>
<td>40,083</td>
<td>40,083</td>
</tr>
<tr>
<td>802</td>
<td>8,592</td>
<td>8,592</td>
<td>8,592</td>
</tr>
<tr>
<td>804</td>
<td>1,591</td>
<td>1,591</td>
<td>1,591</td>
</tr>
<tr>
<td>806</td>
<td>220,585</td>
<td>220,585</td>
<td>220,585</td>
</tr>
<tr>
<td>808</td>
<td>220,577</td>
<td>220,577</td>
<td>220,577</td>
</tr>
<tr>
<td>810</td>
<td>245,065</td>
<td>245,065</td>
<td>245,065</td>
</tr>
<tr>
<td>812</td>
<td>414,744</td>
<td>414,744</td>
<td>414,744</td>
</tr>
<tr>
<td>814</td>
<td>414,734</td>
<td>414,734</td>
<td>414,734</td>
</tr>
<tr>
<td>816</td>
<td>414,703</td>
<td>414,703</td>
<td>414,703</td>
</tr>
<tr>
<td>818</td>
<td>413,601</td>
<td>413,601</td>
<td>413,601</td>
</tr>
<tr>
<td>820</td>
<td>0.190</td>
<td>0.190</td>
<td>0.190</td>
</tr>
<tr>
<td>822</td>
<td>0.136</td>
<td>0.136</td>
<td>0.136</td>
</tr>
<tr>
<td>824</td>
<td>0.124</td>
<td>0.124</td>
<td>0.124</td>
</tr>
<tr>
<td>826</td>
<td>0.158</td>
<td>0.158</td>
<td>0.158</td>
</tr>
<tr>
<td>828</td>
<td>0.834</td>
<td>0.834</td>
<td>0.834</td>
</tr>
<tr>
<td>830</td>
<td>0.698</td>
<td>0.698</td>
<td>0.698</td>
</tr>
<tr>
<td>832</td>
<td>0.819</td>
<td>0.819</td>
<td>0.819</td>
</tr>
<tr>
<td>834</td>
<td>0.827</td>
<td>0.827</td>
<td>0.827</td>
</tr>
<tr>
<td>836</td>
<td>0.544</td>
<td>0.544</td>
<td>0.544</td>
</tr>
<tr>
<td>838</td>
<td>0.383</td>
<td>0.383</td>
<td>0.383</td>
</tr>
<tr>
<td>840</td>
<td>0.315</td>
<td>0.315</td>
<td>0.315</td>
</tr>
<tr>
<td>842</td>
<td>0.214</td>
<td>0.214</td>
<td>0.214</td>
</tr>
<tr>
<td>844</td>
<td>0.245</td>
<td>0.245</td>
<td>0.245</td>
</tr>
</tbody>
</table>

Figure 6.2: The address registers
Figure 6.1 shows the addresses that have been found useful and the three values. The time spent to retrieve each value can be found in Figure 6.6. Figure 6.2 shows what the addresses stand for.

### Voltage Drops

![Voltage Drops Table]

**Figure 6.3:** Voltage drops over transportation line 1

### Bus Parameters

![Bus Parameters Table]

**Figure 6.4:** I, P, Q and S of the 4 buses

### Current Vectors
As seen in Figure 6.5 bus 3 has no current because there is no load connected. The exact length of the vectors can be found in Figure 6.4. For bus 1 this will be around 1 A, for bus 2 this will be around 2 A. Bus 4 will be below 1 A. In Figure 6.5.

**Time**

<table>
<thead>
<tr>
<th>Row</th>
<th>Value1</th>
<th>Value2</th>
<th>Value3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Time [s]</td>
<td>1,431355</td>
<td>1,357132</td>
<td>1,337463</td>
</tr>
</tbody>
</table>

**Figure 6.6:** Time needed for the three communications

**Line Losses**

<table>
<thead>
<tr>
<th>Row</th>
<th>Value1</th>
<th>Value2</th>
<th>Value3</th>
</tr>
</thead>
<tbody>
<tr>
<td>L1</td>
<td>1,145088</td>
<td>0,883091</td>
<td>1,761929</td>
</tr>
<tr>
<td>L2</td>
<td>1,432209</td>
<td>0,162361</td>
<td>0,318211</td>
</tr>
<tr>
<td>L3</td>
<td>-0,07797</td>
<td>1,216267</td>
<td>0,381721</td>
</tr>
</tbody>
</table>

**Figure 6.7:** Losses over transportation line 1

As seen in figure 6.3 and figure 6.7 some of the values seem to be negative. This is simply because the current is not great enough to cause a significant voltage drop that is measurable by the meters. The accuracy of the analyzers can be found in [16, pag.72-73].
6.2 RealTimeMeter.m

RealTimeMeter.m addresses 1 analyzer. In this case, the IP of the power supply analyzer was used. The step size was taken 1 s, but because of bad connection status at the time of the test, this step could not be respected. In this case, the program will run it as fast as possible with the particular connection.

1 kW resistive load with ventilation

As seen in Figure 6.8 the voltages of the lines are as expected. The total currents starts off at zero. This is because at the beginning of the measurement the load was not turned on yet. Around 10 s, the ventilation of the load was connected resulting in a current around 0.8 A with a peak current at the beginning of more then 1 A. Around 40 s the actual load is connected. This results in a current of almost 5 A. The ventilation must be connected to L2. This explains the higher current through that line.

A similar graph can be observed of the active power.

The power factor is around 0.9 with only the ventilation connected. When the actual load is connected the total load becomes a lot more resistive resulting in a power factor of almost 1.

![Figure 6.8: 1 kW resistive load with ventilation](image)
Until 20 s, a small resistive load is connected. From that point and further, an extra capacitive load is connected, resulting in a rise of currents in the lines and a total current around 16 A.

The active power is the same for the three lines when only the resistive load is connected. When the extra capacitive load is connected active power of L1 and L3 go up. However the power for L2 does not rise. This can be explained because of the fact that as seen in the last plot, the power factor of L2 is very low, allowing almost no active power to be consumed.

In the last plot, a decrease of the power factor can be seen, as expected when connecting a capacitive load on to a resistive load.
Resistive, capacitive and inductive load

At first, all 3 loads are connected. At 20 s, the resistive load is disconnected together with the capacitive load. This implies a decrease in total current. Same goes for the active power.

Because of the disconnection of those loads, the power factor falls back to smaller value as expected.

Figure 6.10: Resistive, capacitive and inductive load
6.3 RealTimeBuses.m

For this simulation, all 3 loads were connected from the start. Loads were disconnected in the progress. A step size of 2 was chosen to give the loops enough time to retrieve the data.

![Figure 6.11: Simulation with all 3 loads connected to B1, B2 and B4](image)

The power losses of the lines are plotted as well, but are not included in Figure 6.11 because of the same reason as mentioned at the beginning of Chapter 6.

As seen in Figure 6.11, bus 3 will remain zero because no load is connected with that bus.

At 20 s, the first load on bus 1 disconnected. Around 35 s, the load on bus 4 is disconnected. Finally, around 50 s the load on bus 2 was disconnected in 2 steps (ventilation and actual load).
Chapter 7

Conclusion

In this work, 2 programs have been written using 2 different approaches to retrieve the data of the analyzers with Matlab and conducted to speed tests. These 2 ways were used for different goals regarding database and real-time purposes.

In the end, the case study was implemented to verify the correct working of the code. However, with not all meters working, it is not possible to take full advantage of the program (see power losses). In the future, when the grid is configured with all meters working, this will be possible and a good monitoring of the full micro-grid can be done.

Overall the conclusion can be made that Matlab offers a good way to connect to power analyzers but that the speed really depends on the network. Also the connection is not always as stable as wanted. This causes the program to not reach the speed that is wished by the user. For database purposes, this is not a big problem, however for real-time monitoring it could be. If the connection speed is not fast enough, it causes problems related to the step size and sometimes peak values will not be seen in the plots. Of course optimizing the code will also give speed benefits, but this needs a better knowledge and more experience in programming. Simulink on the other hand offers blocks that are optimized for these kind of simulations, generally resulting in a faster and easier way to monitor in real-time. However, Matlab gives you more possibilities and is more flexible in the way it is displayed and so on. In the end, the program behaves as it should, but for real-time monitoring, adjustments will have to be made to reach optimal speed. Another way is to use the software that is especially made to do this: GridVis®. The possibilities are limited, but overall it has been found a useful tool while making this project.

Further, MODBUS is the standard because its fast and easy for troubleshooting but the network has to be as fast as the protocol otherwise it slows it down and an optimal working can not be guaranteed.

During the project, some difficulties arose. First of all, my knowledge in programming was not sufficient to begin with the coding right away. Some weeks had to be spend to generally understand the Matlab environment. Further, the Internet connection was not always stable and slow because of the traffic on the network. This resulted in a lot of time waiting for a good connection to verify the code. This has been a major problem the entire duration of the project and prevented me from optimizing the code as I would have wished. Finally, the micro-grid was not fully functioning when the tests wanted to be done. Some time was lost waiting until the case study could be executed. A more profound study could have been done if this was not the case.

Energy monitoring alike the one in this paper is only a step in what full monitoring has to offer. For industrial application it can become far more complicated and expensive in the end. These analyzers become faster, more accurate and can measure parameters for power quality. This is needed by companies to meet requirements made by energy suppliers.
In the end I would like to thank the GECAD research center with in particular Pedro Faria and Zita Vale for helping set up the project and supervising it. I would also like to thank Omid Abrishambaf for helping us with the practical problems and setting up the laboratory. I hope The GECAD research center will be able to use it for future projects where energy monitoring is needed and/or will be able to expand it for further needs.
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